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Toward a Rust ABI for Wasm

Source Front-End  Intermediate Back-End Target
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We need:

1. A semantics for borrowing

2. To support independent updates to the front-end and back-end
3. A separation logic for Wasm
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IrisWasm: Sample wp Rules

. wp_call
wp_binop
[t.binop](c1,cz) = ¢ + »@(immV [t.constc]) » B F  (Finstfuncs(i] = addri) + <™ Fx o (£ F — wp [invoke addri] {w, &(w)})
wp [t.const cy1; t.const cz; t.binop binop] {w,&b(w) x IR, F} wp [call i] {w, ®(w)}
wp_invoke_native
NativeCl

|vs| = |tsq] * ¢l = {(inst; ts); es} * F' = {locs := vs ++ zeros(ts);inst := inst} *

(ts;—tsz)
G e R py
wp [local|,52|{F'} (block ([] — tsz) es) end] {w, ®(w)}

wp (vs ++ invoke i) {w, ®(w)}

[RTA.LENY IR & Ny JA

wp_local_bind
IR, Py («i Fi — wp es {w, 3F], RN F{ * ((ﬂ, F — wp [local,{F{} wend] {w',@(w')})})

wp [local,{F1} es end] {w’, ®(w")}

What do all of these rules have in common?




IrisWasm: Sample wp Rules

wp_binop wp_call

[t.binop] (c1, ¢2) = ¢ * >D(mmV [¢.const c]) *lﬂ, F | (F.inst.funcs[i] = addri) *l R, Fln >Iﬂv F '—* wp [invoke addri] {w, <I>(w)})
wp [t.const cy;t.const cy; t.binop binop] {w, D(w) *| L2 F wp [call i] {w, ®(w)}
wp_invoke_native
NativeCl

|vs| = |tsq] * cl = {(inst; ts); es}(m_mz) * F’ = {locs := vs ++ zeros(ts);inst := inst} *

P cl*>[ (tv————»cl*——«

wp [local|,52|{F'} (block ([] — tsz) es) end] {w, ®(w)}
wp (vs ++ invoke i) {w, ®(w)}

wp_local_bind
wp es {w, EIFl' wp [local,{F|} w end] {w’,@(w')})})

wp [local,{F1} es end] {w’, ®(w")}

What do all of these rules have in common?

Explicit threading of the monolithic “frame resource” < F
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Separating the Frame

Local points-to: $z /5 v
Locals are exclusive: $z 1% v x $z 2% vy - L
Rules are small footprint:

WP-PLUS WP-LOC-GET
®(i32.const (ny + 1)) Sz 1% v x O(v)
wp (i32.constny;i32.const ny;i32.add) {P} wp (local.get $z) {®}
WP-LOC-SET WP-FRAME-BINDY
S 1% o * ($x 1% v — P (e)) F —wp () {v". ®(v™)}

wp (v;local.get $z:) {®} wp (frame, Fe*) {®}



Problem 1: Popped Frames Not Encapsulated
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Problem 1: Popped Frames Not Encapsulated

loc loc

$x = 42 — $x —> 42
$2 125 42 —x wp (e) {Sz =5 42}
wp (framey (locals ($z 42)) €) {$z £=5 42}

WP-VALS

WP-FRAME-BINDT

Local $z should not be returnable from the frame. This should be false.
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The Pop Modality, | P
1 P holds whenever P would hold after popping the top frame.

mem

Global facts always hold after a pop: n % v - | (n /2 )
Frame-local facts never hold after a pop: $z +5 v 1/ | ($x LN v)
Binding under a frame moves the postcondition under a pop:
WP-FRAME-BIND
F —wp (") {v". [ ®(v")}
wp (frame, F'e*) {®}




Problem 2: Suspended Frames Not Encapsulated

loc

$x — 42 F wp (frame; (locals) local.get $z) {v. v = i32.const 42}

Local $z should not be accessible within the frame. This should be false.
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S 125 42 - wp (local.get $z) {v. | (v =i32.const42)}

WP-FRAME-BINDt

loc
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Problem 2: Suspended Frames Not Encapsulated

J ~PURE, REFL

$2 1% 42 |- | (i32.const 42 = i32.const 42)

| WP-LOCAL-GET
$x = 42 F wp (local.get $z) {v. | (v = i32.const42)}

WP-FRAME-BINDt

loc

$x — 42 F wp (frame; (locals) local.get $z) {v. v = i32.const 42}

Local $z should not be accessible within the frame. This should be false.
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Encapsulating Frames with the Push Modality

The Push Modality, 1 P
1 P holds whenever P would hold after pushing a new frame.

mem

Global facts always hold after a push: n ™ v =1 (n > v)

loc

Frame-local facts never hold after a push: $z 2% v t/ 1 ($2 5 v)
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Encapsulating Frames with the Push Modality

The Push Modality, 1 P
1 P holds whenever P would hold after pushing a new frame.

mem mem

Global facts always hold after a push: n+—— v+ 1 (n — v)
loc loc

Frame-local facts never hold after a push: $z — v t/ 1 (32 — 0v)
Binding under a frame moves the continuation under a push:

WP-FRAME-BIND
T(F —owp (¢7) {v". L @(uv")})
wp (frame, F'e*) {®}
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1 -MONO 1 -Mono
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Example: Suspending and Resuming Frames

loc

$2 — 20 F wp ((frame; (locals)i32.const 25) ; local.get $x;i32.add) {v. v = 45}
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Example: Suspending and Resuming Frames

loc

1 (82— 20) - | wp (i32.const 25; local.get $;i32.add) {v. v = 45}
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loc

1 (82 — 20) - wp (i32.const 25) {v’. | wp (v';local.get $x;i32.add) {v. v = 45}}
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loc
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$2 +2% 20  wp (i32.const 25; local.get $z;i32.add) {v. v = 45}
—(} -Mono)

1 (8 % 20) - L wp (i32.const 25; local.get $z;i32.add) {v. v = 45}
__(wP-VAL)

loc

1 (82 — 20)  wp (i32.const 25) {v’. | wp (v';local.get $x;i32.add) {v. v = 45}}
—(1-AD)

loc
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Example: Suspending and Resuming Frames

__(WP-CTX-BIND, WP-LOCAL-GET, WP-BINOP, WP-VAL)

$2 #2520 - wp (i32.const 25; local.get $z;i32.add) {v. v = 45}
—({-Mono)

loc

1 (82 — 20) F | wp (i32.const 25; local.get $z;i32.add) {v. v = 45}
__(wP-VAL)

loc

1 (82 — 20) F wp (i32.const 25) {v'. L wp (v';local.get $x;i32.add) {v. v =45}}
—(1-AD)

loc

$2 — 20 - Twp (i32.const 25) {v'. L wp (v';local.get $x;i32.add) {v. v =45}}
__(WP-FRAME-BIND)

S 125 20 - wp (frame; (locals)i32.const 25) {v’. wp (v'; local.get $x;i32.add) {v.v = 45}}
—(WP-CTX-BIND)

loc

$2 — 20 F wp ((frame; (locals)i32.const 25) ; local.get $x;i32.add) {v. v = 45}
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Other Stacks

A shadow stack
WP-SPUSH WP-SPOP

1 0(c) LB ()

WP-SALLOC
v/, b 0 2 b — B(i32.const )

wp ($spush) {®} wp ($spop) {P}

wp ($sallocn) {®}
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Other Stacks

A shadow stack

WP-SPUSH WP-SPOP WP-SALLOC
15 B(e) Ls ®(e) v/, b 0 2 b — B(i32.const )
wp ($spush) {®} wp ($spop) {P} wp ($sallocn) {®}

The operand stack?

top(20)xl, top(25)xl, 4o top(10) = i32.const 10; v; i32.const 25; i32.const 20

Stack switching?
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Summary

1-AD)
WP-FRAME-BIND JPFQ
T(F = wp () {0". ] 2(v")}) Pr1Q
wp (frame,, Fe*) {®}

Source Front-End  Intermediate

Back-End Target

@aso)

+~{[I'T} e {071}
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